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Abstract 

Web Services Reliability (WS-Reliability) is a SOAP-based protocol for exchanging 

SOAP messages with guaranteed delivery, no duplicate s, and guaranteed message 

ordering. WS-Reliability is defined as SOAP header extensions, and is independent of 

the underlying protocol. This specification contains a binding to HTTP.  

 

This model enables a sender (i.e., a SOAP node with reliable messaging functions for 

sending) to send a message to a receiver (i.e., a SOAP node with reliable messaging 

functions for receiving) that can accept an incoming connection.  Functions to 

accommodate a receiver that cannot accept an incoming connection (e.g., because of a 

firewall) are intended for further study, and are not included in this version of the 

specification. 

 

Status of this document 

This specification is a draft document and may be updated, extended or replaced by 

other documents if necessary. It is for review and evaluation only.  The authors of this 

specification provide this document as is and provide no warranty about the use of this 

document in any case. The authors welcome feedback and contributions to be considered 

for updates to  this document in the near future.  
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1. Introduction 
1.1. Purpose of WS-Reliability 

The purpose of WS-Reliability is to address reliable messaging requirements, which 

become critical, for example, when using Web Services in B2B applications. SOAP 

[SOAP1.1] over HTTP [RFC2616] is not sufficient when an application-level messaging 

protocol must also address reliability and security. While security is getting traction in 

the development of Web Services standards, reliability is not. This specification is 

intended as an initial proposal for defining reliability in the context of current Web 

Services standards. The specification borrows from previous work in messaging and 

transport protocols, e.g., SOAP, and the ebXML Message Service [ebMS].  It proposes 

appropriate modifications to apply this work to Web Services. 

 

1.1.1. Scope and Definition of Reliable Messaging 

The focus of this specification is on the SOAP layer and envelope. The authors do not 

presume to cover all aspects of Reliable Messaging. Several fundamental questions on 

reliability need to be addressed in subsequent work, and are not addressed in this 

specification: 

• Assuming that reliability objectives cannot always be guaranteed or attainable, 

should a reliability contract include advanced quality of service elements (which 

may translate into specifying quantitative thresholds, e.g. how large a message 

archive or time period a duplicate check should cover)? 

• Beyond the specified qualities of message delivery (guaranteed delivery, 

duplicate elimination, and message ordering), should reliability also define the 

degree of synchronization between sender and receiver applications (i.e. the 

degree to which both sender and receiver parties will have same understanding 

of whether a request was properly received or not)?  

 

Within the scope of this specification, the following features are investigated: 

• Asynchronous messaging at the application level 

• Three reliability features: Guaranteed delivery, Duplicate Elimination, and 

Message Ordering. 

 

Out of the scope of this specification are: 

• Application level synchronous messaging.  Applications which intentionally use 

synchronous messaging at the application level, require knowledge of the error 

status immediately, rather than waiting for the messaging layer to resend the 
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message  when an error occurs at the receiver side, and are out of scope of this 

specification. 

• Routing. Other techniques can be used in conjunction  with an implementation 

of this specification. 

• Security. Other mechanisms can be used in conjunction with an implementation 

of this specification. 

 

In the current specification, we will define reliable messaging as the mechanism 

supporting the following requirements at the application level: 

o Guaranteed message delivery, or At-Least-Once semantics 

o Guaranteed message duplicate elimination, or At-Most-Once semantics 

o Guaranteed message delivery and duplicate elimination, or Exactly-Once 

semantics  

o Guaranteed message ordering, within a context delimited using a group 

id. 

 

1.1.2. The Goal of this specification 

The goal of this specification is to define: 

• A mechanism to guarantee message delivery and its e xpression in SOAP 

messages. 

• A mechanism to eliminate duplicate messages and its expression in SOAP 

messages. 

• A mechanism to guarantee received message order (within a context) and its 

expression in SOAP messages.  

 

1.2. Notational Conventions 

This document occasionally uses terms that appear in capital letters. When the terms 

"MUST", “REQUIRED”, “SHALL”, "SHOULD", "RECOMMENDED", “MAY”, 

“OPTIONAL”, "MUST NOT", “NOT REQUIRED”, “SHALL NOT”, and "SHOULD NOT" 

appear capitalized, they are being used to indicate particular requirements of this 

specification. An interpretation of the meanings of these terms appears in [RFC2119]. 

 

1.3. Relation to Other Specifications  

(1) W3C SOAP1.1/1.2:  

SOAP1.1 [SOAP1.1] is currently the base protocol for this specification. This 

specification defines extensions to SOAP Header and Body  elements.  This 
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specification could  be updated and defined as a Reliable Messaging Feature  to be 

compliant with SOAP 1.2 [SOAP1.2] when it becomes a W3C Recommendation. 

(2) OASIS ebXML Message Service Specification 2.0: 

The reliable message mechanism defined in the ebXML Message Service 

Specification 2.0 [ebMS] is implemented in a number of products and open source 

efforts, many of which have undergone interoperability testing. WS-Reliability 

borrows from this technology.  

(3) OASIS WS-Security:  

This specification can be used with WS-Security [WSS] when that effort is 

completed in OASIS. 

 

1.4. Examples of Messages compliant with WS-Reliability 

 

Example 1 shows WS-Reliability message elements embedded in an HTTP Request. 

 

Example 1  WS-Reliability compliant message elements in an HTTP Request 

 

POST /ItemQuote HTTP/1.1 

Host: www.PartsShopServer.com 

Content-Type: text/xml; charset="utf-8" 

Content-Length: nnnn 

SOAPAction: "" 

 

<?xml version=”1.1”?> 

<SOAP:Envelope 

  xmlns:SOAP="http://schemas.xmlsoap.org/soap/envelope/" 

  SOAP:encodingStyle="http://schemas.xmlsoap.org/soap/encoding/"> 

<SOAP:Header> 

    <rm:MessageHeader xmlns:rm=”http://schemas.fujitsu.com/rm” 

     SOAP:mustUnderstand=”1”> 

         < r m:From>requestor@anyuri.com</rm:From> 

         < r m:To>responder@someuri.com</rm:To> 

         < r m:Service>urn:services:ItemQuoteService</rm:Service> 

         < r m:MessageId>20020907-12-34@anyuri.com</rm:MessageId> 

         < r m:Timestamp>2002-09-07T10:19:07</rm:Timestamp> 

    </rm:MessageHeader> 
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    <rm:ReliableMessage xmlns:rm=”http://schemas.fujitsu.com/rm” 

SOAP:mustUnderstand=”1”> 

<rm:MessageType>Message</rm:MessageType> 

<rm:ReplyTo>http://server1.anyuri.com/service/</rm:ReplyTo> 

<rm:TimeToLive>2002-09-14T10:19:00</rm:TimeToLive> 

<rm:AckRequested SOAP:mustUnderstand=”1” synchronous="false" /> 

<rm:DuplicateElimination/> 

</rm:ReliableMessage> 

<rm:MessageOrder xmlns:rm:=”http://schemas.fujitsu.com/rm” 

SOAP:mustUnderstand=”1”> 

<rm:GroupId  status=”Continue”>020907-45261-0450@a.com</rm:GroupId> 

<rm:SequenceNumber>12</rm:SequenceNumber> 

</rm:MessageOrder> 

</SOAP:Header> 

<SOAP:Body> 

<gip:GetItemPrice xmlns:gip="Some-URI"> 

<gip:itemnumber>product12345</gip:itemnumber> 

</gip:GetItemPrice> 

</SOAP:Body> 

</SOAP:Envelope> 

 

Example 2 shows an Acknowledgment Message embedded in an HTTP Request to the 

sender. 

 

Example 2  Acknowledgment Message embedded in HTTP Request 

 

POST /ItemQuote HTTP/1.1 

Host: www.PartsShopServer.com 

Content-Type: text/xml; charset="utf-8" 

Content-Length: nnnn 

SOAPAction: "" 

 

<?xml version=”1.0”?> 

<SOAP:Envelope 

  xmlns:SOAP="http://schemas.xmlsoap.org/soap/envelope/" 

  SOAP:encodingStyle="http://schemas.xmlsoap.org/soap/encoding/"> 
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<SOAP:Header> 

    <rm:MessageHeader xmlns:rm=”http://schemas.fujitsu.com/rm” 

     SOAP:mustUnderstand=”1”> 

         < r m:From>responder@someuri.com</rm:From> 

         < r m:To>requester@anyuri.com</rm:To> 

         < r m:Service>urn:services:ItemFilingService</rm:Service> 

         < r m:MessageId>20020907-045261-0450@someuri.com</rm:MessageId> 

         < r m:Timestamp>2002-09-07T10:19:07</rm:Timestamp> 

    </rm:MessageHeader> 

    </rm:RMResponse xmlns:rm=http://schemas.fujitsu.com/rm  

SOAP:mustUnderstand=”1”> 

       <rm:MessageType>Acknowledgment</rm:MessageType> 

         < r m:RefToMessageId>20020907-12-34@anyuri.com</rm:RefToMessageId>  

  </rm:RMResponse> 

</SOAP:Header> 

<SOAP:Body> 

  </SOAP:Body> 

</SOAP:Envelope> 

 

 

Example 3  Fault Message embedded in HTTP Request 

 

POST /ItemQuote HTTP/1.1 

Host: www.PartsShopServer.com 

Content-Type: text/xml; charset="utf-8" 

Content-Length: nnnn 

SOAPAction: "" 

 

<?xml version=”1.0”?> 

<SOAP:Envelope 

  xmlns:SOAP="http://schemas.xmlsoap.org/soap/envelope/" 

  SOAP:encodingStyle="http://schemas.xmlsoap.org/soap/encoding/"> 

<SOAP:Header> 

    <rm:MessageHeader xmlns:rm=”http://schemas.fujitsu.com/rm” 

     SOAP:mustUnderstand=”1”> 

         < r m:MessageId>20020907-045261-0450@anyuri.com</rm:MessageId> 
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         < r m:Timestamp>2002-09-07T10:10:07</rm:Timestamp> 

    </rm:MessageHeader> 

    <rm:RMResponse xmlns:rm=”http://schemas.fujitsu.com/rm”  

SOAP:mustUnderstand=”1”> 

        <rm:MessageType>Fault</rm:MessageType> 

        <rm:RefToMessageId>20020907-12-34@anyuri.com</rm:RefToMessageId> 

    </rm:RMResponse> 

</SOAP:Header> 

<SOAP:Body> 

    <SOAP:Fault> 

      <faultcode>SOAP:Client</faultcode> 

      <faultstring>Error in the Message Header sent from Server</faultstring> 

      <detail> 

          < rm:rmFault xmlns:rm=”http://schemas.fujitsu.com/rm”> 

<rm:faultcode>rm:InvalidMessageHeader</rm:faultcode> 

</rm:rmFault> 

      </detail> 

    </SOAP:Fault> 

  </SOAP:Body> 

</SOAP:Envelope> 

 

1.5. Terminology 

NOTE: The following terminology has not yet been aligned with the terminology used 

across other Web Services specifications.  It is included here for purposes of 

establishing an understanding of how these terms are used in this specification. 

 

Reliable Messaging: 

The set of mechanisms and procedures required to send messages reliably. This includes 

the processing of Acknowledgment messages, re-sending of messages, duplicate 

message elimination, and message ordering. 

 

Reliable Messaging Processor (RMP): 

A module capable of processing and enforcing Reliable Messaging as described in this 

specification. 

 

Reliable Message: 
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A message for which the sender requires some level of reliable delivery, typically 

requiring acknowledgment for notification of delivery. 

 

Acknowledgment Message: 

A signal message sent by a SOAP node, to notify the initial sender of delivery of the 

message. 

 

Non-Reliable Message: 

A message for which the sender doesn’t require any level of reliability, for example no 

Acknowledgment message. 

 

Fault Message: 

A message to notify the sender of the message that there was a failure  to receive or 

process the message. 

 

Normal Message : 

A message which is not an Acknowledgment message , and which is not a Fault message. 
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2. Messaging Model 
The following section provides an overview of the WS-Reliability Messaging Model. 

 

2.1. Overview of Messaging Model 

In the Reliable Messaging Model described in this document, the sender node sends a 

message to the receiver node directly (i.e., intermediaries are assumed to be 

transparent in this specification). The receiver node sends back an Acknowledgment 

message to the sender node. Figure 1 shows this model. 

 

Figure 1  Messaging Model 

Sender       Receiver 

 
 

2.2. Overview of the Acknowledgment Message 

When supporting reliable messaging, upon receipt of a reliable message, the  server 

MUST send a reply. This reply MUST be either an Acknowledge message or a Fault 

message. A SOAP Reliable Message is used as described in Figure 2 to guarantee 

message delivery. The Acknowledgment is correlated with a normal message by 

reference to its message ID. 

 

Figure 2  Guaranteeing Message delivery 

 

                 (1) SOAP Reliable Message  

           

(2) Acknowledgment Message  

          Sender            Receiver 

 

When the Sender sends a SOAP Reliable Message to the Receiver, the Receiver MUST 

send back an Acknowledgment message or Fault message to the Sender.  

SOAP 

Node 

SOAP 

Node 
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2.2.1. Message ID 

Every Reliable Message MUST contain a globally unique Message ID. The 

Acknowledgment message MUST contain a reference to the Message ID of the 

Acknowledged message, confirming that the receiver SOAP node has received the 

message.  

 

2.2.2. Retry 

If the SOAP node sending a Reliable Message does not receive an Acknowledgment 

message, that sender MUST resend the same message with same MessageID to the 

receiver node until (1) the sender gets an Acknowledgment message from the receiver, 

or (2) a specified number of resend attempts have been made without success. If the 

sender SOAP node fails to send the message (i.e., no Acknowledgment is received), the 

node MUST report the error to the application layer in some way.  

 

2.2.3. Persistent Storage 

With Reliable Messaging, the sender is REQUIRED to persist the message until one of 

the following conditions are met: 

• Receipt of an Acknowledgment message from receiver, indicating the message 

has been successfully delivered. 

• All retry attempts have failed, and a delivery failure is reported to the 

application layer.  

• The span of time indicated by the TimeToLive element has expired. 

The receiver is also REQUIRED to keep the received message in persistent storage to 

pass the message to the application layer reliably in the event a system failure or server 

down time occurs. Both sender and receiver MUST behave as if there was no system 

failure or system down after recovery. For this reason, both sender and receiver MUST 

use a persistent storage mechanism, e.g, HDD or equivalent nonvolatile storage . 

 

2.3. Duplicate Elimination 

A number of conditions may result in transmission of duplicate message(s), e.g., 

temporary downtime of the sender or receiver, a routing problem between the  

sender and receiver, etc.  In order to provide at-most-once semantics, the ultimate 

receiver MUST eliminate duplicate messages.  Messages with the same MessageID 

element value MUST be treated as duplicates.   
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2.4. Guaranteeing Message Order 

Some applications will expect to receive a sequence of messages from the same sender in 

the same order these messages were sent. Although there are often means to enforce 

this at the application layer, this is not always possible or practical. In such cases, the 

messaging layer is required to guarantee the Message Order. This specification defines 

a model described in Figure 3 to meet this requirement. (See 3.3 for more information) 

 

Figure 3  Ordering Model 

 

2.4.1. Sequence Number  

A sequence number mechanism is used to track and enforce the order of a sequence of 

messages having a common grouping identifier value. Such a mechanism has been 

widely used in the past. For example, assume the sender application layer generates 

three messages in order of (1), (2), and (3). The sender SOAP node, with the message 

ordering function enabled, sends those messages in order of (1), (2), and (3), sequentially 

and  asynchronously, with respective sequence numbers 1, 2, and 3. If the message (2) 

was not properly received for any reason, the sender will resend the (2) message after a 

timeout has occurred. The receiver’s SOAP node will finally receive these messages as a 

sequence: (1), (3), and (2). The receiver SOAP node, with the message ordering function 

enabled, may provide the application layer with message (1), but not (3). Sequence 

numbering allows the receiver node to easily detect a missing message in a sequence, 

that is (2), as soon as receiving (3).  This condition is recognized by the receiver when 

the sequence numbers of the messages it receives are not contiguous (e.g., 1, 3, 2). The 

receiver SOAP node will wait for a message with sequence number 2, and then provide 

message (2) and then message (3) to the application layer, in order. This behavior can be 

subject to variants and additional rules to deal with specific failure use cases, such as 

when a node cannot deliver the proper-sequence of messages due to a message being 

lost. (See 3.3.2 for more information) 
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3. Message Format 
Figure 4 shows the structure of WS-Reliability embedded in the SOAP Envelope.  

Figure 4  Structure of WS-Reliability 
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The namespace [XML namespaces] for Reliable Messaging defined in this specification 

is: 

 http://schemas.fujitsu.com/rm 

NOTE: this namespace is not registered to any standard organization yet.  

 

If there are additional elements that are not described in this specification present in a 

message, the Reliable Messaging Processor MUST ignore those elements. 

 

In a reliable message, the following four elements are direct children of SOAP Header: 

- MessageHeader element 

- ReliableMessage  element 

- MessageOrder  element 

- RMResponse  element 

 

NOTE: This Reliability specification defines elements and attributes that may also be 

required by functions other than reliable messaging (e.g. routing, security, choreography, 

etc.).  When using a messaging mode combining several of these functions, such 

parameters SHOULD NOT be duplicated across multiple SOAP headers.  

 

This specification groups these elements and attributes into a header block, called a 

"MessageHeader", and under the namespace "RM".  This is for the sake of completeness 

of this draft specification as a stand alone module.  Work for future versions should 

consider reuse of corresponding headers and header elements, across multiple web 

service specifications. 

 

This could be achieved in a number of ways.  This specification could be modularized to 

make these elements and attributes available for any applicable use case.  Alternatively, 

external specifications could be defined and leveraged within future versions of this 

specification.  In either case, in order to standardize these parameters in a reusable 

way future versions of this specification should be coordinated with the work of other 

parties involved in specifying SOAP extensions relying on these parameters,. 

 

3.1. MessageHeader Element 

The MessageHeader element includes basic information to be used for a reliable 

message. This element includes the following attributes and sub-elements: 

   - a SOAP mustUnderstand attribute with a value of “1”  
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   - From element 

   - To element 

   - Service  element 

   - MessageId element 

   - Timestamp element 

Example 4 shows an example of a MessageHeader element. 

 

Example 4  Example of MessageHeader Element 

<rm:MessageHeader xmlns:rm=”http://schemas.fujitsu.com/rm”  

 SOAP:mustUnderstand=”1”> 

     <rm:From>requestor@anyuri.com</rm:From> 

     <rm:To>responder@someuri.com</rm:To> 

     <rm:Service>urn:services:ItemQuoteService</rm:Service> 

     <rm:MessageId>20020907-045261-0450@anyuri.com</rm:MessageId> 

     <rm:Timestamp>2002-09-07T10:19:07</rm:Timestamp> 

</rm:MessageHeader> 

 

3.1.1. From Element 

The OPTIONAL From element is used to specify the original sender node of the 

message. The value of this element MAY be a URI [RFC2396].  

 

3.1.2. To Element 

The OPTIONAL To element is used to specify the final receiver node of the message. 

The value of this element MAY be a URI. 

 

3.1.3. Service Element 

The OPTIONAL Service element is used to specify the service that receives and 

processes the message at the receiver side. The value of the Service element MAY be the 

name of the specific service in a business process, defined in advance. The Service 

element MAY contain a type attribute. If a type attribute doesn’t exist, the content of 

the Service element MUST be a URI conforming to [RFC2396]. 

 

(1) type attribute 

The type attribute is an OPTIONAL attribute. This attribute is to assist in the 

interpretation of the content of Service element. An example follows: 

 <rm:Service type=”RetailBusinessProcess102”>PurchaseOrder</rm:Service>  
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3.1.4. MessageId Element 

The MessageId element is a REQUIRED element. This element MUST have a globally 

unique identifier as its value. The format of this identification is REQUIRED to conform 

to MessageId, as defined in [RFC2822]. 

 

3.1.5. Timestamp Element 

The Timestamp element is a REQUIRED element. This element has a date  value set to 

the time at which the message header was generated. The format of this value MUST 

conform to a [XML Schema] dateTime and MUST be expressed as UTC.  

 

3.2. ReliableMessage Element 

The ReliableMessage element is a REQUIRED element.  It includes specific 

information to be used for a reliable message and includes the following attributes and 

child elements: 

   - a SOAP mustUnderstand attribute with a value of “1”  

   - MessageType element 

   - ReplyTo  element 

   - TimeToLive  element 

   - AckRequested element 

   - DuplicateElimination element 

 

Example 5 shows an example of ReliableMessage element.  

 

Example 5  Example of ReliableMessage element 

<rm:ReliableMessage xmlns:rm=”http://schemas.fujitsu.com/rm”  

 SOAP:mustUnderstand=”1”> 

     <rm:MessageType>Message</rm:MessageType> 

     <rm:ReplyTo>http://server1.companyA.com/AckCapture</rm:ReplyTo> 

     <rm:TimeToLive>2002-09-14T10:19:00</rm:TimeToLive> 

   <rm:AckRequested/> 

     <rm:DuplicateElimination/>  

</rm:ReliableMessage> 

 

3.2.1. MessageType Element 

This is an OPTIONAL element. If present, the only valid value is: 
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- Message     : A SOAP Request Message  

 

3.2.2. ReplyTo Element 

This is a REQUIRED element, used to specify the initial sender’s endpoint to receive an 

asynchronous Acknowledgment message or Fault Message. The value of this element is 

REQUIRED to be URL as defined in [RFC 1738]. 

 

3.2.3. TimeToLive Element 

This element is used to define the expiration time of the message. This is an OPTIONAL 

element. If the TimeToLive element is present, it MUST be used to indicate the time 

window that a message should be made available by a receiver node to its application 

layer. The time MUST be expressed as UTC and MUST conform to a [XML Schema]  

dateTime. The message is considered expired if the current time , in UTC, is greater 

than the value of the TimeToLive element. If a receiver receives an expired message, it 

MUST send the sender a Fault message  with Error code of “InvalidTimeToLive”. 

 

3.2.4. AckRequested Element 

The AckRequested element is an OPTIONAL element. It is REQUIRED for 

guaranteeing message delivery and message order. However this element MUST NOT 

appear in a non-Reliable Message. This element is to be used for a sender to request the 

receiver to send back an Acknowledgment message for the message sent. The 

AckRequested element contains the following attribute: 

 - a synchronous  attribute 

 

(1) synchronous attribute 

The synchronous attribute is an OPTIONAL attribute. This attribute is used to specify 

whether the Acknowledgment Message should be sent back synchronously or 

asynchronously. This attribute, when used, MUST have one of the following two values. 

The default value of this attribute is “false”, when omitted. 

- true : An Acknowledgment Message MUST be sent back synchronously.  

- false : An Acknowledgment Message MUST be sent back asynchronously.  

 

3.2.5. DuplicateElimination Element 

The DuplicateElimination element is used to require the receiver node to identify 

duplicate messages it has received and process them accordingly (see section 2.3). A 

duplicate message is a message with the same MessageID as another message. This 
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element is OPTIONAL. It is REQUIRED when duplicate elimination is mandated. If 

the MessageOrder element is present, the DuplicateElimination element MUST also be 

present. 

 

3.3. MessageOrder Element 

The MessageOrder element includes information to be used for Message Ordering. It is 

REQUIRED when message ordering is requested. When this element is used, then both 

the AckRequested element and the DuplicateElimination element MUST also be used. 

This element includes the following attribute and child elements: 

   - a SOAP mustUnderstand attribute with a value of “1”  

   - GroupId element 

   - SequenceNumber  element 

 

3.3.1. GroupId Element 

This element is used to specify the group of messages for which message ordering is 

guaranteed. This element is REQUIRED. This element MUST have a globally unique 

identifier as its value. The format of this identification is REQUIRED to be conform to 

MessageId, as defined in [RFC2822].  This element contains the following attributes: 

   - a removeAfter  attribute 

   - a status  attribute 

 

(1) removeAfter attribute 

This is an OPTIONAL attribute. This attribute is used to specify the time the GroupId 

can be removed from the RMP tracking mechanism for GroupId and SequenceNumber 

elements. Both sender and receiver MUST maintain the value of GroupId element for 

message ordering until either one of the following two events occur: 

- The sender sends a Message with the value of “End” in the status attribute. 

- The time specified in the removeAfter attribute has passed. 

The format MUST be expressed as UTC and MUST conform to a [XML Schema]  

dateTime. If omitted, the value SHOULD be considered as ‘forever’. 

 

(2) status attribute 

This OPTIONAL attribute is used to specify status of the group of messages to be 

ordered. When this attribute is present, its value MUST be one of the following three: 

- Start: Indicating the message is the first message for a series of messages. 

- Continue: Indicating the message is in the middle of a series of messages. 
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- End: Indicating the message is the last message for a series of messages. 

 

The sender node MUST send a very first message , to guarantee the order, with “Start” 

for this attribute. Also, the  sender MUST send subsequent messages for the same series 

of messages with “Continue”, until the message sent is the last one for the series of 

messages, for which case the value MUST be “End”. When omitted, the default value for 

this attribute is “Continue.”  

 

3.3.2. SequenceNumber Element 

The SequenceNumber element is a REQUIRED element, when the MessageOrder 

element is present. This element is used for guaranteeing the message order within the 

group of messages categorized by the same GroupId value. (See 3.3.1 for detail). In other 

words, the sequence of numbered messages that the receiver node presents to the 

application MUST be in the same order as the sequence of numbered messages that the 

sender application has produced, within the group o f messages having the same 

GroupId value .  

 

If the MessageOrder element appears in the message sent, the receiver of the message 

is REQUIRED to make this message available to the application layer only after all 

messages with lower sequence number with the same GroupId have been made 

available to the application. In other words, an implementation of the receiver node 

MUST enforce the order in which messages are made available to the application, 

according to the sequence number order for messages with the same GroupId value. 

Example 6 illustrates this: 

 

Example 6  Example of SequenceNumber element 

1) First message: 

      < rm:MessageOrder SOAP:mustUnderstand=”1”> 

<rm:GroupId status="Start">020907-45261-0450@a.com</rm:GroupId> 

<rm:SequenceNumber>0</rm:SequenceNumber> 

</rm:MessageOrder> 

2) Second message: 

      < rm:MessageOrder SOAP:mustUnderstand=”1”> 

<rm:GroupId status="Continue">020907-45261-0450@a.com</rm:GroupId> 

<rm:SequenceNumber>1</rm:SequenceNumber> 

</rm:MessageOrder> 
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3) Third message: 

      < rm:MessageOrder SOAP:mustUnderstand=”1”> 

          < rm:GroupId status="End">020907-45261-0450@a.com</rm:GroupId> 

<rm:SequenceNumber>2</rm:SequenceNumber> 

</rm:MessageOrder> 

 

When a sender node communicates with a receiver node across several GroupId value s, 

the sender MUST maintain a distinct counter of the value of SequenceNumber for each 

GroupId independently. When send ing a message containing a MessageOrder element 

with a new GroupId, the sender is REQUIRED to generate a new value for the 

SequenceNumber element in the GroupId.  

 

The value of SequenceNumber MUST conform to [XMLSchema] unsignedLong. The 

SequenceNumber value MUST start with a value of 0 for the initial message to be sent 

to the receiver with a specific GroupId. After the init ial message has been sent to the 

receiver, the sender MUST increment the value by one, for each message sent. When the 

value of a SequenceNumber reaches the maximum value, the sender MUST generate a 

new GroupId for any following messages. This begins a new sequence that could overlap 

with the old in rare circumstances.  From the receiver's perspective, no link exists 

between the two sequences.  To improve the chances that the message ordering is 

maintained across this change, the sender SHOULD wait until all Acknowledgment 

messages have been received for the old GroupId before starting the new sequence. 

 

NOTE:  Because delivery between the reliable messaging provider and the sequence is 

not specified, this is not a complete guarantee of ordering to the application.  

 

3.4. RMResponse Element 

The RMResponse element includes response information to be used for a reliable 

message. It is REQUIRED if the message is an Acknowledgment message or a Fault 

message.  This element includes the following attribute and sub-elements: 

   - a SOAP mustUnderstand attribute with a value of “1”  

   - MessageType element 

   - RefToMessageId  element 

 

Example 7 shows an example of RMResponse element. 
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Example 7  Example of RMResponse element 

<rm:RMResponse xmlns:rm=”http://schemas.fujitsu.com/rm”  

 SOAP:mustUnderstand=”1”> 

     <rm:MessageType>Acknowledgment</rm:MessageType> 

     <rm:RefToMessageId>20020907-045261-0450@anyuri.com</rm:RefToMessageId> 

</rm:RMResponse> 

 

3.4.1. MessageType Ele ment 

This is a REQUIRED element and is used to specify the type of the Response Message. 

It could have either of the following  values: 

 - Acknowledgment  : To indicate an Acknowledgment message 

 - Fault      : To indicate a Fault message 

 

3.4.2. RefToMessageId Element 

The RefToMessageId element is a REQUIRED element. This element MUST contain 

the  value of the original MessageId of the message received successfully when used in 

the Acknowledgment message, or for the message in error, when used in the Fault 

Message. 
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4. SOAP Fault 
This section describes extensions to the fault codes defined in the SOAP 1.1 

specification. Intended to carry error or status information for the SOAP layer, these 

fault code extensions MUST comply with SOAP Fault as defined in SOAP1.1.  The 

SOAP Fault is used in this model for notification of only SOAP level errors and Reliable 

Messaging errors. Errors specific to Reliable Messaging are  described in the following 

sections. 

 

4.1. SOAP Fault extension for Reliable Messaging 

To describe the details of the Reliable Messaging error, an additional rmFault element 

is defined as a sub-element of the detail element in a SOAP Fault element. 

 

4.1.1. rmFault element 

This element is OPTIONAL and if present MUST appear within a SOAP detail element. 

It contains only one sub-element: 

- faultcode:   To specify Reliable Messaging specific fault value 

 

4.1.2. faultcode sub-element 

This sub-element is REQUIRED and SHOULD have a value specified in Chart 1. The 

value should be namespace qualified. These fault codes are explained in detail in section 

4.2. 
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Chart 1  RM faultcode values  

Value of faultcode Description 

InvalidMessageHeader Content or format of the Message Header 

element is invalid,  or it was impossible to 

process the MessageHeader element for some 

reason. 

InvalidMessageId Content or format of the MessageId element is 

invalid,  or it was impossible to process the 

MessageId element for some reason. 

InvalidRefToMessageId Content or format of the RefToMessageId 

element is invalid,  or it was impossible to 

process the RefToMessageId element for some 

reason. 

InvalidTimestamp Content or format of the Timestamp element 

is invalid, or it was impossible to process the 

Timestamp element for some reason. 

InvalidTimeToLive Content or format of the TimeToLive element 

is invalid, or it was impossible to process the 

TimeToLive element for some reason. 

InvalidReliableMessage Content or format o f the ReliableMessage 

element is invalid,  or it was impossible to 

process the ReliableMessage element for some 

reason. 

InvalidAckRequested Content or format of the AckRequested 

element is invalid , it was impossible to 

process the AckRequested element for some 

reason, or the receiver couldn’t send back 

Acknowledgment Message as it was specified 

in the synchronous attribute.  

InvalidMessageOrder Content or format of the MessageOrder 

element is invalid,  or it was impossible to 

process the MessageOrder element for some 

reason. 
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Example 8  Fault Message for Reliable Messaging 

<?xml version=”1.0”?> 

<SOAP:Envelope xmlns:SOAP=”http://schemas.xmlsoap.org/soap/envelope/”> 

<SOAP:Header> 

    <rm:MessageHeader xmlns:rm=”http://schemas.fujitsu.com/rm” 

     SOAP:mustUnderstand=”1”> 

         < r m:From>requestor@anyuri.com</rm:From> 

         < r m:To>responder@someuri.com</rm:To> 

         < r m:Service>urn:services:ItemQuoteService</rm:Service> 

         < r m:MessageId>20020907-12-34@anyuri.com</rm:MessageId> 

         < r m:Timestamp>2002-09-07T10:19:07</rm:Timestamp> 

    </rm:MessageHeader> 

    <rm:RMResponse> 

  <rm:MessageType>Fault</rm:MessageType> 

         < r m:RefToMessageId>20020907-03-30@someuri.com </rm:RefToMessageId> 

    </rm:RMResponse> 

 </SOAP:Header> 

 <SOAP:Body> 

  <SOAP:Fault> 

   <faultcode>SOAP:Client</faultcode> 

   <faultstring>fault from server</faultstring> 

   <detail> 

       <rm:rmFault xmlns:rm=”http://schemas.fujitsu.com/rm”> 

<rm:faultcode>rm:InvalidMessageHeader</rm:faultcode> 

</rm:rmFault> 

   </detail> 

  </SOAP:Fault> 

 </SOAP:Body> 

</SOAP:Envelope> 

 

4.2. Fault code description 

The following sections describe, in more detail, use of the error codes in Chart 5-1 . 

 

4.2.1. InvalidMessageHeader 

This is an error message to be used when the content or format of the MessageHeader is 

invalid. This error message will be used also when the type attribute specified in the 
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Service Element was not found. This error message also will be used to report receipt of 

invalid information in the From element or the To element.  

 

4.2.2. InvalidMessageId  

This is an error message to be used when the content or format of the MessageId 

element is invalid. 

 

4.2.3. InvalidRefToMessageId  

This is an error message to be used when the content or format of the RefToMessageId 

element is invalid. This is also for use when no message with a specific MessageId , as 

referred to by the RefToMessageId element, is found.   

 

4.2.4. InvalidTimestamp 

This is an error message to be used when the content or format of the Timestamp 

element is invalid. 

 

4.2.5. InvalidTimeToLive  

This is an error message to be used when the content or format of the TimeToLive 

element is invalid. This will be used also when a message is expired according to the 

value of TimeToLive element. 

 

4.2.6. InvalidReliableMessage  

This is an error message to be used when the  content or format of the ReliableMessage 

element is invalid. 

 

4.2.7. InvalidAckRequested 

This is an error message to be used when the content or format of the AckRequested 

element is invalid. 

 

4.2.8. InvalidMessageOrder 

This is an error message to be used when a content or format of MessageOrder element 

is invalid. This includes an error for wrong SequenceNumber element or it ’s attributes, 

and the value of the SequenceNumber. 
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5. HTTP Binding 
This section describes the HTTP binding for SOAP, when the original message is sent 

asynchronously at the application level. When supporting reliable messaging, upon 

receipt of a reliable message, the server MUST send a reply. This reply MUST be either 

an Acknowledgment or a Fault message. This reply MUST be sent either synchronously 

or asynchronously. 

 

5.1. Reliable Messaging with Synchronous Acknowledgment or Fault Message  

The Reliable Messaging Acknowledgment or Fault message  MAY be  sent back on the 

same HTTP connection as the HTTP Request that included the message being 

acknowledged or faulted.  This is illustrated in Figures 5 and 6.  The SOAP Fault 

MAY also be sent back asynchronously on a different HTTP connection, as illustrated in 

Figure 7. 

 

(1) Synchronous Acknowledgment Message Sequence  

 

Figure 5  Synchronous Acknowledgment Message  

 

(1) HTTP Request 

          

                                   (2) HTTP Response 

 

1) The sender initiates an HTTP connection, and sends a Message using the HTTP 

POST Request. The Example 9 is an example of such a message.  

2) The receiver sends back an Acknowledgment message to the sender on the same 

connection, as the HTTP response. There are two options – synchronous and 

asynchronous – for sending back the SOAP Fault to the sender. The following sections 

describe it in detail.  

 

(2) Synchronous SOAP Fault Message Sequence 

 

Figure 6  Synchronous SOAP Fault Message 

 

(1) HTTP Request 

           

(2) HTTP Response 
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(3) Asynchronous SOAP Fault Message Sequence 

 

Figure 7  Asynchronous SOAP Fault Message  

 

                      ( 1 )  H T TP Request 

                      ( 2 )  H T TP Response 

                                    ( 3 ) HTTP Request 

        (4) HTTP Response 

                            

 

 

5.2. Reliable Messaging with Asynchronous Acknowledgment Message 

The Reliable Messaging Acknowledgment message MAY also be sent back on a different 

HTTP connection from the HTTP connection used to send the message being 

acknowledged. This is illustrated in Figure 8 and 9. 

 

(1) Asynchronous Acknowledgment Message Sequence 

 

Figure 8  Asynchronous Acknowledgment Message  

 

                      ( 1 )  H T TP Request 

                      ( 2 )  H T TP Response 

                                    ( 3 ) HTTP Request 

        (4) HTTP Response 

                            

 

(1) The sender initiates a HTTP connection, and sends a Message using HTTP POST 

Request. Example 9 is an example of this message.  

(2) The HTTP response to the (1) has no content. Example 10 is an example of this 

HTTP response.  

(3) The Acknowledgment Message is sent with the other HTTP connection.  Example 

11 is an example of this message.  

(4) The HTTP response for (3) has no content. Example 10 is an example for this HTTP 

Response.  
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 33

There are two options – synchronous and asynchronous – for sending back a SOAP 

Fault to the sender when an error is detected by the receiver. These are illustrated in 

figure 9 and 10 respectively. 

 

(2) Synchronous Fault Message Sequence 

 

Figure 9  Synchronous SOAP Fault Message 

 

                      (1) HTTP Request 

           

(2) HTTP Response 

 

 

(3) Asynchronous Fault Message Sequence 

 

Figure 10  Asynchronous SOAP Fault Message  

 

                      ( 1 )  H T TP Request 

                      ( 2 )  H T TP Response 

                                    (3) HTTP Request 

        (4) HTTP Response  

                            

 

 

Example 9  Example of Reliable Message within HTTP POST Request 

POST /ItemQuote HTTP/1.1 

Host: www.PartsShopServer.com 

Content-Type: text/xml; charset="utf-8" 

Content-Length: nnnn 

SOAPAction: "" 

 

<?xml version=”1.0”?> 

<SOAP:Envelope 

  xmlns:SOAP="http://schemas.xmlsoap.org/soap/envelope/" 

  SOAP:encodingStyle="http://schemas.xmlsoap.org/soap/encoding/"> 

<SOAP:Header> 
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Fault 
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    <rm:MessageHeader xmlns:rm=”http://schemas.fujitsu.com/rm” 

     SOAP:mustUnderstand=”1”> 

         < r m:From>requester@anyuri.com</rm:From> 

         < r m:To>responder@someuri.com</rm:To> 

         < r m:Service>urn:services:ItemQuoteService</rm:Service> 

         < r m:MessageId >20020907-045261-0450@anyuri.com</rm:MessageId> 

         < r m:Timestamp>2002-09-07T10:19:07</rm:Timestamp> 

    </rm:MessageHeader> 

    <rm:ReliableMessage xmlns:rm=”http://schemas.fujitsu.com/rm” 

     SOAP:mustUnderstand=”1”> 

  <rm:MessageType>Message</rm:MessageType> 

  <rm:ReplyTo>requester@anyuri.com</rm:ReplyTo> 

       <rm:AckRequested/> 

         < r m:DuplicateElimination/> 

    </rm:ReliableMessage> 

</SOAP:Header> 

<SOAP:Body> 

       <gip:GetItemPrice xmlns:gip="Some -URI"> 

           <gip:itemnumber>product12345</gip:itemnumber> 

       </gip:GetItemPrice> 

  </SOAP:Body> 

</SOAP:Envelope> 

 

Example 10  Example of HTTP Response to the Example 6-1 

HTTP/1.1 200 OK 

Content-Length: 0  

 

Example 11  Example of SOAP Fault message 

POST /ItemQuote HTTP/1.1 

Host: www.PartsShopServer.com 

Content-Type: text/xml; charset="utf-8" 

Content-Length: nnnn 

SOAPAction: "" 

 

<?xml version=”1.0”?> 

<SOAP:Envelope 
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  xmlns:SOAP="http://schemas.xmlsoap.org/soap/envelope/" 

  SOAP:encodingStyle="http://schemas.xmlsoap.org/soap/encoding/"> 

<SOAP:Header> 

    <rm:MessageHeader xmlns:rm=”http://schemas.fujitsu.com/rm” 

     SOAP:mustUnderstand=”1”> 

         < r m:From>responder@someuri.com</rm:From> 

         < r m:To>requester@anyuri.com</rm:To> 

         < r m:Service>urn:services:ItemFilingService</rm:Service> 

         < r m:MessageId>20020907-029762-0118@someuri.com</rm:MessageId> 

         < r m:Timestamp>2002-09-07T10:19:07</rm:Timestamp> 

    </rm:MessageHeader>  

    <rm:RMResponse xmlns:rm=”http://schemas.fujitsu.com/rm” 

     SOAP:mustUnderstand=”1”> 

         < r m:MessageType>Fault</rm:MessageType> 

         < r m:RefToMessageId>20020907-045261-0450@anyuri.com 

</rm:RefToMessageId> 

    </rm:RMResponse> 

</SOAP:Header> 

<SOAP:Body> 

    <SOAP:Fault> 

  <faultcode>SOAP:Client</faultcode> 

  <faultstring>MessageId is invalid</faultstring> 

    </SOAP:Fault> 

  </SOAP:Body> 

</SOAP:Envelope> 

 

Example 12  Example of HTTP POST Request with Acknowledgment Message 

POST /ItemQuote HTTP/1.1 

Host: www.PartsShopServer.com 

Content-Type: text/xml; charset="utf-8" 

Content-Length: nnnn 

SOAPAction: "" 

 

<?xml version=”1.0”?> 

<SOAP:Envelope 

  xmlns:SOAP="http://schemas.xmlsoap.org/soap/envelope/" 
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  SOAP:encodingStyle="http://schemas.xmlsoap.org/soap/encoding/"> 

<SOAP:Header> 

    <rm:MessageHeader xmlns:rm=”http://schemas.fujitsu.com/rm” 

     SOAP:mustUnderstand=”1”> 

         < r m:From>responder@someuri.com</rm:From> 

         < r m:To>requester@anyuri.com</rm:To> 

         < r m:Service>urn:services:ItemFilingService</rm:Service> 

         < r m:MessageId>20020907-047184-0297@someuri.com</rm:MessageId> 

         < r m:Timestamp>2002-09-07T10:19:07</rm:Timestamp> 

    </rm:MessageHeader> 

    <rm:RMResponse xmlns:rm=”http://schemas.fujitsu.com/rm” 

     SOAP:mustUnderstand=”1”> 

         < r m:MessageType>Acknowledgment</rm:MessageType> 

         < r m:RefToMessageId>20020907-045261-0450@anyuri.com 

</rm:RefToMessageId> 

    </rm:RMResponse> 

</SOAP:Header> 

<SOAP:Body> 

  </SOAP:Body> 

</SOAP:Envelope> 
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Appendix 1 – Schema for WS-Reliability  
 

<?xml version="1.0" encoding="utf-8"?> 

<!--WS-Reliability Schema Definitions --> 

<!-- Copyright (c) 2003 Fujitsu Limited, Sun Microsystems, Oracle Corp., 

     Sonic Software Corp., Hitachi Ltd., and NEC Corp. --> 

<xsd:schema targetNamespace="http://schemas.fujitsu.com/rm" 

 xmlns:xsd="http://www.w3.org/2001/XMLSchema" 

 xmlns:ns1="http://schemas.fujitsu.com/rm" 

 xmlns:soap="http://schemas.xmlsoap.org/soap/envelope/" 

 elementFormDefault="qualified" attributeFormDefault="unqualified"> 

 

 <xsd:import namespace="http://schemas.xmlsoap.org/soap/envelope/" /> 

 <xsd:simpleType name="RFC2822MessageIdType"> 

    <xsd:restriction base="xsd:string" /> 

 </xsd:simpleType> 

 

 <xsd:element name="MessageHeader"> 

    <xsd:complexType> 

       <xsd:sequence> 

          <xsd:element ref="ns1:From" minOccurs="0"/> 

   <xsd:element ref="ns1:To" minOccurs="0"/> 

   <xsd:element ref="ns1:Service" minOccurs="0"/> 

   <xsd:element ref="ns1:MessageId"/> 

   <xsd:element ref="ns1:Timestamp"/> 

       </xsd:sequence> 

       <xsd:attribute ref="soap:mustUnderstand" use="required"/> 

    </xsd:complexType> 

 </xsd:element> 

 

 <xsd:element name="From" type="xsd:anyURI"/> 

 

 <xsd:element name="To" type="xsd:anyURI"/> 

 

 <xsd:element name="Service" > 

    <xsd:complexType> 
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       <xsd:simpleContent> 

          <xsd:extension base="xsd:string"> 

      <xsd:attribute name="type" type="xsd:string" use="optional"/> 

   </xsd:extension> 

       </xsd:simpleContent> 

    </xsd:complexType> 

 </xsd:element> 

 

 <xsd:element name="MessageId" type="ns1:RFC2822MessageIdType"/> 

 

 <xsd:element name="Timestamp" type="xsd:dateTime"/> 

 

 <xsd:element name="ReliableMessage"> 

    <xsd:complexType> 

       <xsd:sequence> 

   <xsd:element name="MessageType" minOccurs="0"> 

      <xsd:simpleType> 

         <xsd:restriction base="xsd:string"> 

     <xsd:enumeration value="Message"/> 

         </xsd:restriction> 

      </xsd:simpleType> 

   </xsd:element> 

 

   <xsd:element ref="ns1:ReplyTo"/> 

   <xsd:element ref="ns1:TimeToLive" minOccurs="0"/> 

   <xsd:element ref="ns1:AckRequested" minOccurs="0"/> 

   <xsd:element ref="ns1:DuplicateElimination" minOccurs="0"/> 

       </xsd:sequence> 

       <xsd:attribute ref="soap:mustUnderstand" use="required"/> 

    </xsd:complexType> 

 </xsd:element> 

 

 <xsd:element name="ReplyTo" type="xsd:anyURI"/> 

 

 <xsd:element name="TimeToLive" type="xsd:dateTime"/> 

 



 42

 <xsd:element name="AckRequested"> 

    <xsd:complexType> 

       <xsd:attribute name="synchronous" type="xsd:boolean" use="optional"  

default="false"/> 

    </xsd:complexType> 

 </xsd:element> 

 

 <xsd:element name="DuplicateElimination"> 

     <xsd:complexType/> 

 </xsd:element> 

 

 <xsd:element name="RMResponse"> 

    <xsd:complexType> 

       <xsd:sequence> 

          <xsd:element name="MessageType"> 

      <xsd:simpleType> 

         <xsd:restriction base="xsd:string"> 

            <xsd:enumeration value="Acknowledgment" /> 

     <xsd:enumeration value="Fault" /> 

         </xsd:restriction> 

      </xsd:simpleType> 

   </xsd:element> 

 

   <xsd:element ref="ns1:RefToMessageId"/> 

       < /xsd:sequence> 

       <xsd:attribute ref="soap:mustUnderstand" use="required"/> 

    </xsd:complexType> 

 </xsd:element> 

 

 <xsd:element name="RefToMessageId" type="ns1:RFC2822MessageIdType"/> 

 

 <xsd:element name="MessageOrder"> 

    <xsd:complexType> 

       <xsd:sequence> 

          <xsd:element ref="ns1:GroupId"/> 

   <xsd:element ref="ns1:SequenceNumber"/> 
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       </xsd:sequence> 

       <xsd:attribute ref="soap:mustUnderstand" use="required"/> 

    </xsd:complexType> 

 </xsd:element> 

 

 <xsd:element name="GroupId" > 

    <xsd:complexType> 

       <xsd:simpleContent> 

          <xsd:extension base="ns1:RFC2822MessageIdType"> 

      <xsd:attribute name="removeAfter" type="xsd:dateTime"  

use="optional"/> 

      <xsd:attribute name="status" 

    type="ns1:SequenceNumberStatusType" use="optional"/> 

          </xsd:extension > 

       </xsd:simpleContent> 

    </xsd:complexType> 

 </xsd:element> 

 

 <xsd:simpleType name="SequenceNumberStatusType"> 

    <xsd:restriction base="xsd:string"> 

       <xsd:enumeration value="Start"/> 

       <xsd:enumeration value="Continue"/> 

       <xsd:enumeration value="End"/> 

    </xsd:restriction> 

 </xsd:simpleType> 

 

 <xsd:element name="SequenceNumber" type="xsd:unsignedLong"/> 

 

 <xsd:element name="rmFault"> 

     <xsd:complexType> 

  <xsd:sequence> 

      <xsd:element name="faultcode" type="xsd:QName" /> 

  </xsd:sequence> 

     </xsd:complexType> 

 </xsd:element> 

</xsd:schema> 
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Appendix 2 – Futures List 
The features and issues in the table below are listed as forward-looking statements 

regarding possible enhancements or the evolution of the WS-Reliability specification. 

 

 Category  Details  

1 Application of 

defined 

elements and 

attributes 

beyond RM 

The existing specification contains a number of elements that may apply to 

many use cases beyond reliable messaging.  For example, From / To may 

be useful for (unreliable) routing through an intermediary. Alignment on a 

set of common components meeting these general requirements across use 

cases should be sought. 

2 WSDL Define WSDL extensions profiling the use of RM SOAP extensions (e.g., 

align Service element with WSDL-SOAP binding) 

3 Faults  Fault handling is from receiver back to the sender.  There is no notion of a 

central Fault location equivalent to a dead message queue or dead letter 

queue.  This would be useful in the case where a missing message in 

message ordering and sequencing is “never” received.   

4 Order and 

sequencing 

The behavioral semantics of senders and receivers need to be further 

defined with regard to the tracking of sequence numbers for the purpose 

of detecting duplicate or out of order messages.  For example: How long 

should a receiver hold on to out-of-sequence messages in anticipation of 

a missing message?" 

5 Persistence 

requirements 

The specified persistence requirements are high.  These requirements 

could be reduced and full support made configurable.  

6 Combined 

message types 

The current specification explicitly prevents bundling an acknowledgment 

for an earlier message with a request for an acknowledgment (and the 

associated payload).  This restriction reduces the efficiency of long 

running message exchanges and should be lifted.   

7 Sync/Async Clarify whether sync HTTP binding is required for servers implementing 

the HTTP binding for WS-Reliability. 

8 Negotiation Add a negotiation mechanism (e.g., message exchange, notification 

message for flow control and restart of messaging after failure, etc.).   

9 From and To  Clarify the use of the From and To Elements 

10 Optionality  The use of the term OPTIONAL needs to be revisited particularly in a 

specification of this nature where interoperability is an explicit goal and 

RFC 2119 has been referenced.    
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11 Security A reply (ACK or Fault) is required for reliable messaging, either 

synchronously or asynchronously.  Possible denial of service issues should 

be considered. 

 

 

 

 


